**DFS Connected Cell in a Grid**

Consider a matrix where each cell contains either a 0 or a 1 and any cell containing a 1 is called a *filled* cell. Two cells are said to be *connected* if they are adjacent to each other horizontally, vertically, or diagonally. In the diagram below, the two colored regions show cells connected to the filled cells. Black on white are not connected.
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If one or more filled cells are also connected, they form a *region*. Note that each cell in a region is connected to at least one other cell in the region but is not necessarily directly connected to all the other cells in the region.

Regions:![image](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAGEAAABdCAMAAACCYPhHAAACi1BMVEX///8AgCUVFPQvfCSXaCLXSB/3GBzXaCRndCO/XCHvMB3/MCFngCX///e/n3cvAAAAAAAAL1+nz+f/99+fb08vT4fP5//fv59PLwAAAEeHp88VP+qQnszL2ZH29lr22ce/RB3/ABr3UCI/dCL3ABr/AB2nfCWvXwCHv+f/99dvAAAAAC+/5//Xp28vh7+Yw4f+/lb+9ptsFPQAgCTXJBr3JBz3UCNXbCH/GB3nt29vp8/v79efXwDH7/+3bwCnz9/v379fAAAAL4/v////57cvb6ff7+e/n1+Px++m2W7+9mT+9qBlFPRXgCXPMBo/fCQvgCUvcCH//++XLwAvd7///9dPp9f/989HAAB3v+f/16en1/fPj0cAAIfn//+nXwAAT6f3//9lZO+f0nPXKBqn3//Pl0/nt3cAAG/f//+fRwBPn9f//+d3AABfr9/3z58AAE/X9/+m2XPPKBr316cAAF/X///Xp0/Xn09PAADP9//Xp18AR6ef1/f3z48AR5+fz/cvh8f/56+/7//3VCM/bCFvt+enTwD/36e35/+Hv+8Ab7dffCQ/fCPfGBr/RCJXgCQ/gCVXfCRXfCWHZCC/dCTHhy/nt4eHAAAAR5e/dy/vv4eXx+8VFO9la+plTuq84GT+/pGYZO9lTvQAgCP/KCGXVB7PbCT/788vLy8AX6/vz58vLwBfp9cVFOrS9lb+/nOmTvTvABr/PCKXWB/HdCX/578AX6fnv49fn8///9+PRwDP7//L71r+/oeYP/TX19fn59fX3+//9+fX19/n19ff5/ff59+HcCLHVCCPYB//JCBfgCWfVB3/JB3/JCGfVB63SB3/GCCPfCX/AB6fgCXHOBz/GB+PgCU6vbN7AAAEQklEQVRo3u2Y93sURRjH3wFpQsgLojQpGwgxROPpUaWT0EkCUYhgIcEWQSABgobQIdRQQ+9KsQI2sAsoCFYQVPhznJmdvd2d3Zm77MGT5Hn2+8s+73PzvJ+buZvZzzMAYcKE8YRokmiPJq6EhIZLaPpAs+YtYn1btnqwdRuLkNI2Fdu1twY/1AHx4UesqmMn7NzFInR9tFv3HipCT4MmTfTv1ZsW6X0EISUDWR4zx2b2ZUXW42b1BP8o2yQ8GaF56ml/QrSf0d8wBgjCQGOQgzAY8ZkhQzFrGB87HLNGjByFo3NYkYs4Zuw4xPGcMCEyMRKZNFm1SnkkP0YgBVOmxgiFz+JzANNG4XQ2tOh5nAEwE/EFVr2IL70MKbOwuISv0uwmr2gIJPqqTWDTsAj0e75Gx7zO2gC8gaVv0oWbg3Np8dY8nE8fC7CsXPzSC7WERf6ExVixhLepKKePt03QO/yRWcmnUsQeSRF4z8VYtpQ+qszFqsJlJWzpyhiVruDy5AisGaxA3q2KLw/9ARyEotRkCdYcyp1zKOYEvnJ0sZIk0P8L+/uIVco2CSs5ge8LukqrkiN0ZjthsLkFqszHcFzNWleynQBrMGttgoR1NqE6RpjWF9fT/+cG3hM2Im7i33ozqzJwi0WNS4jWbN1mbN9Rs5O33VW720jfU1DL9/ReLBsG+5CuNU3hfjyQAwfNJYNDiIchN5X9+rTtkaPHjkfefe/oCT/CSXYSsZzKo11Pi8J4nxE+qET8EPGjEj72Y3oofYJ4hheFc/hHpUsY4ey5iJlPP/MjfC56fsEm8aUo0s/zs/UCReBXOWLw1+ys+0YU335Hi9Lv+cl35AdB+PFind8PKZcu/2SP/vnK1V/s6uq1K3xyDeENFBLqn5AwL1FcnISE+iTYKsda2c5HE73+a/+0GEHhfCxuOZTiUDm38xHyGzsEf/9DEFTOB7IcynGonNv5CPnT+Euc6gTUzgeyHEpxqhxxOR9NLX1h3BAEpfOBJIdynCrHuw50EAi5GSMonQ8kOZTjVDktQel8IMmhHKfKaQlK5wNJDr0EW+XiEBTOB5IcKucQb5WUzgeSHHoJtsrFISicDyQ59BJslYtDUDgfSHIox6lyvGe1RLB2nNL5QJJDOU6VIy7nY9WOv41bt3flMYLS+UCSQ08cKud2PhLNF8U//xJQOx/IcuiJrXJu5yPkP1HduUvcA8HpfCxuOfQkpnLx3g/+zsfjlkNlGu87LiTcs9x/Xki474SEVI71tS8ENQN9kpjKEdeFIAR1Po3KuS8EAzufRuVYX/tCMLDzaVSON45dCAZ2Po3KmQTrmiiw82lUTiIEdT6NyvkT6ux8GpXzEII5n0blPIRgzqdROZkQ0Pk0KmcR1on9END5NCpHXBeCgZ1Po3LuC8HAzgdqlXNfCEJQ5+PxVzmf90MQ59Okgb/jQkKYMI0+/wPQhC+33uyCGwAAAABJRU5ErkJggg==)

Given an n\*m  matrix, find and print the number of cells in the largest *region* in the matrix.

**Function Description**

Complete the function *maxRegion* in the editor below. It must return an integer value, the size of the largest region.

maxRegion has the following parameter(s):

* *grid*: a two dimensional array of integers

**Input Format**

The first line contains an integer, n, the number of rows in the matrix, grid.   
The second line contains an integer,m , the number of columns in the matrix.

Each of the following n lines contains a row of m space-separated integers, grid[i][j].

**Constraints**

* 0<=n,m<=10
* Grid[i][j]<-{0,1}

**Output Format**

Print the number of cells in the largest *region* in the given matrix.

**Sample Input**

4

4

1 1 0 0

0 1 1 0

0 0 1 0

1 0 0 0

**Sample Output**

5

**Explanation**

The diagram below depicts two regions of the matrix:

![image](data:image/png;base64,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)  
The first region has five cells and the second region has one cell. We choose the larger region.

using System.CodeDom.Compiler;

using System.Collections.Generic;

using System.Collections;

using System.ComponentModel;

using System.Diagnostics.CodeAnalysis;

using System.Globalization;

using System.IO;

using System.Linq;

using System.Reflection;

using System.Runtime.Serialization;

using System.Text.RegularExpressions;

using System.Text;

using System;

using System.Windows;

using System.Numerics;

class Point1{

public int x;

public int y;

}

class Solution {

// Complete the maxRegion function below.

static int maxRegion(int[][] grid) {

//use DFS to search

Stack<Point1> stack = new Stack<Point1>();

//put flag in the gris

bool[,] visited = new bool[grid.Length, grid[0].Length];

int maxCount = 0;

int tempCount = 1;

//save point==1 in the stack

for(int i = 0; i < grid.Length; i++){

for(int j = 0; j < grid[0].Length; j++){

if(grid[i][j] == 1){

stack.Push(null);

stack.Push(new Point1() {x=i,y=j});

}

}

}

// base on pop point check 8 directs point {-1,-1},{-1,0},{-1,1},{0,-1},{0,1}

//{1,-1},{1,0},{1,1}

int[] dr = {1,-1,0,0,-1,1,-1,1};

int[] dc = {0,0,-1,1,-1,1,1,-1};

while(stack.Count > 0){

Point1 p = stack.Pop();

if(p == null){

maxCount = Math.Max(tempCount, maxCount);

tempCount = 1;

continue;

}

//set cell to visited continue to traversal the grid

visited[p.x,p.y] = true;

for(int i = 0; i < dr.Length; i++){

//if dr[i]=-1 check above line; dr[i]=1 check under line base on pop point

int newX = p.x + dr[i];

int newY = p.y + dc[i];

if(newX < 0 || newY < 0) continue;

if(newX >= grid.Length || newY >= grid[0].Length) continue;

if(visited[newX, newY]) continue;

if(grid[newX][newY] == 0) continue;

//find cell =1 && visited=false

visited[newX, newY] = true;

//next to check

stack.Push(new Point1() {x=newX,y=newY});

tempCount++;

}

}

return maxCount;

}

static void Main(string[] args) {

TextWriter textWriter = new StreamWriter(@System.Environment.GetEnvironmentVariable("OUTPUT\_PATH"), true);

int n = Convert.ToInt32(Console.ReadLine());

int m = Convert.ToInt32(Console.ReadLine());

int[][] grid = new int[n][];

for (int i = 0; i < n; i++) {

grid[i] = Array.ConvertAll(Console.ReadLine().Split(' '), gridTemp => Convert.ToInt32(gridTemp));

}

int res = maxRegion(grid);

textWriter.WriteLine(res);

textWriter.Flush();

textWriter.Close();

}

}

**Congratulations**

You solved this challenge. Would you like to challenge your friends?

[Next Challenge](https://www.hackerrank.com/challenges/matrix?h_l=interview&playlist_slugs%5B%5D=interview-preparation-kit&playlist_slugs%5B%5D=graphs&h_r=next-challenge&h_v=zen)

* **Test case 0**
* **Test case 1**
* **Test case 2**
* **Test case 3**
* **Test case 4**
* **Test case 5**
* **Test case 6**
* **Test case 7**

Compiler Message

**Success**

Input (stdin)

Download

* **4**
* **4**
* **1 1 0 0**
* **0 1 1 0**
* **0 0 1 0**
* **1 0 0 0**

Expected Output

Download

* **5**